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1. INTRODUCTION

To improve abstraction level of software develop-
ment tools, a new direction in software engineering
[1]—model-driven engineering (MDE) [2]—is being
evolved.

This direction includes model-driven development
(MDD), which is also referred to as model-driven
design [3, 4]. A variant of the MDD is the model-driven
architecture (MDA) [5], which is being developed by
the Object Management Group (OMG).

When using the MDA, models of program systems
are represented by means of the unified modeling lan-
guage (UML) [6].

Over a period of years, this language was used only
for representing models; however, the idea of 

 

execut-
able

 

 UML is becoming very popular recently [7, 8].
This is explained by the fact that, in the majority of
cases, practical use of UML is limited to modeling of
only static part of programs by means of class diagrams
and generating of program skeleton by them. This is not
sufficient for effective software design.

The modeling of dynamical aspects of programs in
UML is difficult because of the lack of formal unam-
biguous description of interpretation rules (operational
semantics) for the behavior diagrams in the language
standard.

Besides, none of the great number of methods for
designing object-oriented systems described in [9]
clearly explains how to bind static diagrams with
dynamical ones.

Currently, in spite of the existence of many tools for
automated transformation of behavior diagrams (state
diagrams) into codes in various programming lan-
guages [10], the widely used design tools, such as, for
example, Sun Studio Enterprise [11], are lacking such
functionality.

Some tools have graphical editors for constructing
these diagrams; however, the possibility of code gener-
ation by them is lacking.

Jacobson, one of the developers of UML, listed four
most important trends in the process of software devel-
opment in his talk [12].

He noted that the technological basis of the develop-
ment of object-oriented software, which consists of
UML and the standard development process RUP
(rational unified process) [13], is well known. Accord-
ing to Jacobson, UML is taught in more than 1000 uni-
versities worldwide. In his opinion, the next step should
be wide adaptation of UML and RUP.

As applied to the subject of this paper, the following
two trends mentioned by Jacobson should be noted.

1. Executable UML. Currently, UML is used basi-
cally as a specification language for system models.
The existing UML means make it possible to build var-
ious diagrams and to automatically create code “skele-
tons” for the target programming language (e.g., in Java
or C#) by a class diagram. Some of these means make
it possible also to automatically generate a program
behavior code by the state diagrams. However, it should
be noted that this functionality exists in only an incho-
ative stage, since the known tools cannot efficiently
relate model behavior, which can be described by
means of diagrams of four kinds (state, activity, coop-
eration, and sequence diagrams), and the generated
code.

The lack of unambiguous operational semantics in
the case of the traditional program development results
in different descriptions of behavior in the model and in
the program, as well as in arbitrary interpretation of the
behavior diagrams by the programmers. Moreover, the
behavior description in the model is often informal.
The opposite situation, when the model is formal and
its implementation is heuristic, is also possible. It often
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happens that the formal model is constructed by an
architect and the programmer does not rely on it but
writes the program on its own.

The appearance of operational semantics will make
diagram understanding unambiguous and will allow
one to construct an executable UML for which the code
(in the ordinary sense of this word) may not be gener-
ated. This can be achieved owing to direct model inter-
pretation.

2. The process of software development should be
active. The existing development tools need much time
to be studied. Jacobson believes that the development
means should envision the developer’s actions and sug-
gest variants of solving encountered problems depend-
ing on the current context. Note that a similar approach
is implemented in many modern development environ-
ments (e.g., Borland JBuilder, Eclipse, and IntelliJ
IDEA) for text programming languages (but not for
UML).

The admission of the fact that programs should not
be written haphazardly but rather be carefully designed
with the help of development tools of a high level of
abstraction resulted in the appearance of new trends in
software design, such as model-driven design and
visual software design [14].

2. REACTIVE SYSTEMS

A wide class of software systems is that of reactive
systems, i.e., systems that perform certain actions in
response to external events. It is shown in [15] that such
systems can nicely be modeled by means of extensions
(for example, through the use of nested states) of finite
automata transition diagrams called statecharts. For
construction of such diagrams and code generation by
them, special tools have been created. A list of such
tools is presented in [10]; it includes, in particular,
I-Logix Statemate (http://ilogix.com/sublevel.aspx?id=74),
XJTek AnyState (http://www.xjtek.com/anystates/),
StateSoft ViewControl (http://www.statesoft.ie/prod-
ucts.html), SCOPE (http://www.itu.dk/~wasowski
/projects/scope/), IAR Systems visualSTATE (http://
www.iar.com/p1014/p1014\_eng.php), and The State
Machine Compiler (http://smc.sourceforge.net/) [16–21].

There also exist other tools for code generation by
these diagrams (see, e.g., [22]).

The disadvantage of these tools is that they allow
one to build and implement only the behavior part of
the program model without regard to the program stat-
ics. Therefore, the 

 

program on the whole cannot be
constructed 

 

by means of these tools.
It follows from the above said that the static part of

the program can be constructed by means of one set of
tool, whereas the dynamic part, by means of other tools.
Therefore, the task of creation of tools for development
of object-oriented programs on the whole remains
open.

3. EXECUTABLE UML

As has already been noted, to solve the above-spec-
ified problem, executable UML, which will combine
static and dynamic diagrams, is being developed.

One of the approaches to solving this problem is
development of a 

 

UML virtual machine

 

 [23–25].
In the project [24], the model of software system is

constructed as follows: the program structure is mod-
eled by means of the UML class diagrams, and the
behavior, by means of the description of each method
of each class in the form of a UML sequence diagram.
Such an approach is very inconvenient in the case of a
complicated application logic, since it results in very
cumbersome models.

In the project [25], UML is extended by a text plat-
form-independent imperative language for action
description, which results in overloading graphical dia-
grams by text information.

Speaking of industrial developments, the idea of an
executable UML is implemented in the Telelogic TAU2
product [26]. However, since this is not an open-source
project, it presents no interest from a scientific stand-
point. IBM Rational Rose and Borland Together are
also commercial closed-source tools.

Therefore, of interest is the project with the open-
source code UniMod (http://unimod.sourceforge.net),
which underlies this work.

Further in this paper, we describe an executable
graphical language based on the use of the UML nota-
tion, an automata-based programming method, and the
UniMod tool supporting this method.

4. EXECUTABLE GRAPHICAL LANGUAGE
AND METHOD OF CONSTRUCTION

OF AUTOMATON PROGRAMS BASED ON IT

A method of program design with explicit separa-
tion of states called the SWITCH-technology, or the
automata-based programming, was proposed in [27].
Further, this method was extended to event systems
[28] and to object-oriented systems [29].

A specific feature of this method is that programs
are constructed in the same way as the automation of
technological (and not only technological) processes is
carried out. In the course of the latter, a connectivity
scheme is first constructed, which contains sources of
information, control system, controlled objects, and
feedbacks from the controlled objects to the control
system. In the proposed approach, the control system is
implemented as a system of interacting finite automata
each of which has several inputs and outputs.

The SWITCH-technology defines for each automa-
ton two types of diagrams (a connectivity scheme and
transition graph) and their operational semantics.
If there are several automata, a scheme of their interac-
tion is also constructed. For each diagram type, an
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appropriate notation is used (http://is.ifmo.ru/?i0=sci-
ence\& i1=minvuz2).

In this work, having preserved the automaton
approach, we propose to use the UML notation when
constructing diagrams in the framework of the
SWITCH-technology. In so doing, with the use of the
UML class diagram notation, connectivity schemes are
constructed, which determine interface of the automata,
and the transition graphs are constructed with the help
of the UML state diagram notation. If there are several
automata, the scheme of their interaction is not con-
structed, and all of them are shown in the diagram of
classes. The diagram of classes (as a connectivity
scheme) and the state diagrams form the suggested
graphical language.

To design programs on the basis of this language,
the following method is proposed.

• Based on the analysis of the problem domain, a
conceptual model of the system is developed, which
determines entities and relationships between them.

• Unlike in traditional approaches of object-oriented
programming [9], all entities are classified into event
sources, controlled objects, and automata. The event
sources are active: they affect the automata on their own
initiative. Controlled objects are passive: they perform
actions having received commands from the automata.
Controlled objects can also form values of input vari-
ables for the automata. The automata is activated by the
event sources; based on the values of input variables
and current states, affect the controlled objects; and
transit to new states.

• By using the class diagram notation, a connectivity
scheme is constructed, which specifies interface of each
automaton. The left part of this scheme shows the event
sources; the central panel depicts the automata; and the
right panel, the controlled objects. The event sources
connect to the automata by means UML associations
and supply them with events. The automata connect to
the objects they control, as well as to other automata,
which are either invoked by the former or nested in
their states.

• In addition to the automaton interface, the connec-
tivity scheme performs a function typical of the class
diagram; namely, it specifies the object-oriented struc-
ture of the program.

• Each controlled object contains methods of two
types, namely, methods implementing input variables
(

 

xj

 

) and those implementing output actions (

 

zk

 

).
• For each automaton, by means of the state diagram

notation, the transition graph of the 

 

Moore–Mealy

 

 type
is constructed. The arcs of this graph are labeled by
events (

 

ei

 

), by a Boolean formula relating the input
variables, and by the output actions formed on the tran-
sitions.

• In the vertices, the output actions performed upon
entering the state and the names of nested automata that
are active while the state is active may be specified.

• In addition to the interaction between the nested
automata, the automata can interact through calls.
In this case, the calling automaton passes an event to
the automaton being called, which is indicated in the
transition or in the vertex as an output action. In the lat-
ter case, the event is sent to the automaton being called
upon entering the state.

• Each automaton has one initial state and an arbi-
trary number of terminal states.

• The states in the transition graph may be simple or
complex. If a state is nested into another state, the latter
is called complex. Otherwise, the state is said to be sim-
ple. A specific feature of the complex states is that sim-
ilar arcs from the nested states are replaced by one arc
originating from the complex state.

• All complex states are unstable, whereas all simple
states, except for the initial one, are stable. If there are
complex states in an automaton, an incoming event
may result in more than one transition. This is because
any complex state is unstable, and the automaton per-
forms transitions until the first simple (stable) state is
attained. Note that, if there are no complex states in the
transition graph, then, like in the SWITCH-technology,
not more than transition is performed in each automa-
ton run.

• Each input variable and each output action are
methods of the corresponding controlled object, which
are implemented manually in the target programming
language. The sources of the events are also imple-
mented manually.

• The use of symbolic notation in the transition
graphs makes it possible to compactly describe com-
plex behavior of the designed systems. The meaning of
such symbols is specified by the connectivity scheme.
The placement of the cursor on a symbol results in a
pop-up prompt with its text description.

The proposed method makes it possible to 

 

design
the program on the whole.

 

Figure 1 shows an example of a connectivity
scheme, and Fig. 2, its transition graph.

Now, we describe the syntax and operational seman-
tics of the proposed graphical language.

 

4.1. Syntax

 

For the text programming languages, syntax is usu-
ally described by means of formal grammars. UML is a
graphical language and uses another approach: first,
a metamodel defining a set of correct models is
described; then, graphical primitives corresponding to
the elements of the metamodel are defined. The dia-
grams are constructed from these primitives. The UML
metamodel itself is described by means of MetaObject
Facility (MOF) [30], a high-level means for specifying
metamodels.

As noted earlier, the suggested graphical language
uses UML diagrams of only two types and, hence, not
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all elements of the metamodel. A formal description of
the UML metamodel subset used is a list of elements of
the metamodel. Such a description occupies too much
space and is difficult to read. Therefore, below is a
meaningful description of this subset.

In the framework of the UniMod project, a system
model consists of one class diagram, which depicts
classes with the following stereotypes: 

 

EventProvider

 

,
an event source; 

 

StateMachine

 

, an automaton; and 

 

Con-

trolledObject

 

, an object of control. Between these ste-
reotypes, there may exist directed associations (arcs
with arrows of certain kinds) of the following three
types: from an event source to an automaton, from an
automaton to a controlled object, and from an automa-
ton to another automaton. The associations are labeled
by identifiers.

For each automaton, shown in the class diagram, it
is required to create a state diagram. This diagram may

 

Fig. 1.

 

 Example of an automaton connectivity scheme.
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[Io3.x1]

[o3. x1]/o2.z6
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e100 e100

e22/o2.z6
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Disconnected Connected

 

Fig. 2.

 

 Example of an automaton transition graph.



 

PROGRAMMING AND COMPUTER SOFTWARE

 

      

 

Vol. 33

 

      

 

No. 6

 

      

 

2007

 

TOOLS FOR SUPPORT OF AUTOMATA-BASED PROGRAMMING 347

 

depict initial, terminal, simple, and composite states.
The composite states may include states of any other
types.

Transitions between the states may have labels of
the form

 

e1[o1.x1 && o2.x3 > 10]/o1.z1,

o2.z2, A2.e2

 

Here, 

 

e1

 

 is the event name, 

 

o1

 

 is the identifier label-
ing the association that leads to the first controlled
object, 

 

x1

 

 is a method of the controlled object returning
a value of the type 

 

boolean

 

 or 

 

int

 

, 

 

z1

 

 is a method of
the controlled object, 

 

A2

 

 is an identifier labeling the
association that leads to the automaton being called,
and 

 

e2

 

 is the event sent to the automaton 

 

A2

 

.
The square brackets contain a Boolean formula, which
is the condition of the transition firing (guard condi-
tion).

Simple states may contain a string in which actions
executed upon entering the state are specified. For
example,

 

o1.z1, o2.z2

 

The language described does not support actions
executed upon exiting the simple states.

As noted earlier, simple states may also contain a list
of nested automata.

The UML states with parallel regions reflecting par-
allelism are not supported. This is because the design of
objects with one control flow is relatively simple,
whereas parallelism requires several objects (in our
case, automata) executed in parallel [31].

 

4.2. Operational Semantics

 

Let us define operational semantics of the system
model constructed as described above, which satisfies
certain syntax.

• When launching the model, all event sources and
controlled objects are initialized. Then, the event
sources start to affect the automata related to them.

• Each automaton starts its operation from the initial
state and stops at one of the terminal states.

• Upon receiving an event, the automaton selects all
transitions from the current state that are labeled by the
symbol of this event.

• The automaton searches the selected transitions
and calculates the Boolean formulas written on them
until it finds a formula with the 

 

true

 

 value.
• If a transition with such a formula is found, the

automaton performs output actions written on the arc
and turns to a new state. In this state, the automaton per-
forms the output actions and launches the nested
automata. If the new state turns out composite, the tran-
sition is performed from the initial state contained
inside the given composite state.

• If, among the output actions, there is an automaton
being called, it is called with an appropriate event.

• If a transition is not found, the automaton contin-
ues to search for a transition turning to the parent state,
the state into which the current state is nested.

• When transiting to a terminal state, the automaton
stops all event sources, and the system operation termi-
nates.

A more detailed formal description of the opera-
tional semantics is given in [32].

Now, having described the graphical language based
on the UML notation, its operational semantics, and the
method of its use, we turn to the description of the tool
for implementing the method.

5. THE UNIMOD TOOL FOR SUPPORTING 
AUTOMATA-BASED PROGRAMMING

The UniMod tool is designed for the development
and execution of automaton programs. It allows one to
create and edit UML diagrams of classes and states,
which correspond to the connectivity schemes and tran-
sition graphs.

As noted earlier, the design of programs with the use
of this tool consists in the following. The behavior of
the application is described by a system of interacting
automata given as a set of the above-mentioned dia-
grams constructed with the help of the UML notation.
The event sources and controlled objects are imple-
mented manually in the target programming language.

The tool under consideration supports two basic
types of implementation of the diagrams constructed,
namely, interpretation and compilation.

 

5.1. Interpretation

 

The interpretational approach implements the 

 

UML
virtual machine

 

.

The structural scheme of the interpretational
approach is shown in Fig. 3.

As can be seen from Fig. 3, in the interpretational
approach, 

 

the source code is a UML model

 

 (connec-
tivity schemes and state diagrams by the SWITCH-
technology) 

 

and a Java code of the event sources and
controlled objects.

 

When launching the program, the interpreter con-
tained in the UniMod tool loads the XML description
of the model into the memory and creates instances of
the event sources and controlled objects. The sources
form events and direct them to the interpreter, which
processes them in accordance with the logic described
by the automata. The automata call methods of the con-
trolled objects that implement input variables and out-
put actions.
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5.2. Compilation

 

The structural scheme of the compilation approach
is shown in Fig. 4.

In the case of the compilation approach, the UML
model is transformed directly to a code in the target
programming language, which is then compiled and

run. When transforming to the code, 

 

Velocity

 

 templates
are used [33]. This makes it possible to adapt the com-
pilation approach for programming languages different
from Java (for example, the authors of this paper made
this for C++ used in development of applications for
mobile devices).

 

Model transformer Compiler javac

java-byte code

Model operation
protocol in terms

of automata

XML description
of UML-model

Eclipse

Java code of event sources
and controlled objects

UML-model (connectivity
schemes and state diagrams
by SWITCH-technology)

Java virtual machine (JVM)

Interpreter
of XML description

 

Fig. 3.

 

 Structural scheme of the interpretational approach.
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Fig. 4.

 

 Structural scheme of the compilation approach.
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This approach is reasonable to use in the cases of
limited resources. Note that this approach is typical of
the “classical SWITCH-technology.”

6. IMPLEMENTATION OF THE DIAGRAM 
EDITOR ON THE ECLIPSE PLATFORM

The diagram editor is a plug-in module for the
Eclipse platform (http://www.eclipse.org). The advan-
tages of this platform over IntelliJ IDEA or Borland
JBuilder are as follows:

• it is a freeware with an open-source code,
• it contains the Graphical Editing Framework

library for development of graphical editors,
• it is actively supported by IBM and, even now, its

functionality is not less than that of the above-men-
tioned analogues.

To ensure the process of active development of pro-
grams in text languages, the following features are
implemented in the above-listed development tools:

• highlighting of semantic and syntax errors,
• input auto-complete and correction of input errors,
• code formatting and refactoring [34],

• program debugging and execution in the develop-
ment environment.

These features are called code assist. They have
been implemented for editing diagrams in the devel-
oped module for the Eclipse platform.

 

6.1. Model Validation

 

The editors for text programming languages check
whether the program is written in a given language and
highlight places containing syntax errors. Semantic
errors in the case of text programming languages
include, for example, use of undeclared variables, calls
of non-existing methods, and incorrect type casting.

In the UML standard, the diagram syntax and
semantics are defined by a set of constraints written in
the object constraint language. This set of constraints
must be satisfied for any correctly constructed diagram.
The validation of the diagram syntax and semantics is
based on just these constraints.

We suggest extending of the set of constraints as fol-
lows:

• All states in the state diagram must be attainable.
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Fig. 5.

 

 Unattainable state in a transition graph.
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• The set of transitions originating from any state
must be complete and consistent. The completeness
means that, for any event, the disjunction of the protect-
ing conditions on all arcs originating from the consid-
ered state is identically equal to unity. The consistency
means that, when processing any event, there do no
exist transitions that can be executed simultaneously
(only deterministic finite automata are used).

The above-described constraints specify correctness
conditions. Validation of the diagram correctness pro-
ceeds as follows. In a background mode, a process is
launched that checks the above-specified conditions
when the diagram is modified. If an error is found, the
incorrect element is highlighted in the diagram by a
color. Figure 5 shows an example of a diagram with an
unattainable state.

 

6.2. Input Auto-Complete and Correction
of Input Errors

 

Traditionally, input auto-complete for text program-
ming languages consists in the following: by a given
beginning of a lexeme, a set of admissible constructs
whose prefix is the given beginning is determined, and
the user is suggested to select one of the lexemes.

In text languages, correction of input errors consists
in displaying variants of correction for any error found.

In the proposed graphical language, both these
approaches are used for editing labels of the transitions.

Since the proposed language contains not only text
but also graphical information, correction of graphical
input errors is also performed. For example, for the
unattainable state in Fig. 5, the user will be advised to
add a transition to this state from any attainable state
(Fig. 6).
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 Suggested variants of error correction in a diagram.
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6.3. Formatting

 

Formatting of a code facilitates reading it. Many text
editors format codes automatically.

As applied to the diagrams, an analogue of the code
formatting is, in the authors’ opinion, the diagram lay-
out. The problem of the diagram layout is considerably
more complicated than that of the code formatting,
since there are no commonly accepted aesthetic criteria
of the layout quality. In the UniMod project, the dia-

gram layout is performed by the annealing method
[35]. It yields satisfactory results, which can further be
improved manually if needed.

 

6.4. Model Execution

 

Traditionally, the following variants of execution of
programs written in text programming languages are
used:

 

Debug - Model1.unimod - Eclipse SDK
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 Debugging session.
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 Structural scheme of the compilation approach when using Symbian C++.
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• the text is compiled into a code executed by the
operating system (Pascal, C++);

• the text is compiled into a code executed by a vir-
tual machine (Java, C#);

• the text is executed directly by the interpreter (Jav-
aScript, Basic).

Similar variants are used for the proposed graphical
language. The second and third variants are basic ones.
They are described in detail in Section 5. In some cases,
the first variant is also used (see Section 7).

 

6.5. Model Debugging

 

Traditionally, program debugging is a tracing of the
program code, one statement after another, with simul-
taneous analysis of variable values.

For the graphical automaton model, “graphical
debugging” is suggested. It consists in the tracing of the
transition graph accompanied by the analysis of the
current state, events, and values of input variables
marking the transition being analyzed. If necessary, text
debugging of input variables and output actions is pos-
sible.

An example of a debugging session in the UniMod
tool is shown in Fig. 7.

In the lower part of the figure, the debugged model
is shown. The small circles depict stopping points.
The

 

 

 

state enclosed in the frame is the current debugger
state.

7. APPLICATION OF THE PROPOSED APPROACH 
TO MOBILE DEVICES

It has been noted earlier that the considered tool is
based on the Java language. However, in some cases
(for example for mobile devices), to ensure the desired
performance, C++ is used. In this case, only the compi-
lation approach can be used.

Figure 8 shows how the structural scheme for the
compilation approach (Fig. 4) is changed when C++ is
used for the mobile platform Symbian (http://www.sym-
bian.com).

It should be noted that the 

 

development

 

 of pro-
grams in this case is carried out in the same way as in
Java. The only difference is that the C++ templates
rather than those for Java are used. An example of pro-
gram development in C++ with the help of the UniMod
tool can be found at the address http://is/ifmo/ru/sci-
ence/MD-Mobile.pdf.

For the illustration, the state diagram of the basic
automaton for a mobile phone answering machine is

 

Application rinning

 

e1/A1.e4, A2.e4, A3.e4, o1.

 

z

 

0

Active

Main

View

Select user or group

Select greeting message

Record

e3

include /A3
enter /o1.

 

z0

enter /o1.z1

include /A1
enter /o1.z4

enter /o1.z3

include /A1
enter /o1.z5

include /A2
enter /o1.z6

e4/A3

e2

e10

e5[o1.x2 > 1] /o1.z14

e6/A1.e4

e11/A2.e4

e11/A1.e4

e8e11/A1.e4

e5[o1.x1 <= 0]

e9[o1.x1 <= 0]

e9[o1.x1 > 0]/o1.z17 e9[o1.x1 > 0]/o1.z18, o2.z3, o1.z12

e5[o1.x1 > 0]/o1.z14

e7[o1.x1 > 0]/o1.z15, o1.z16

e9[o1.x1 <= 0]

e7[o1.x1 <= 0]

Fig. 9. State diagrams of a mobile phone answering machine. 
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presented in Fig. 9. This diagram contains all types of
syntax constructs described above.

Thus, we can state that, although Eclipse and Uni-
Mod are designed for the Java language, the use of tem-
plates in the model compilation makes the UniMod tool
a multilanguage platform. However, the graphical
debugging of models for the languages different from
Java is impossible.

8. CONCLUSIONS

In the paper, an approach to the creation of a tool for
the automata-based programming is discussed.

This approach allows us to
• reduce the length of the code in a text program-

ming language through the use of the graphical pro-
gramming language;

• construct connectivity schemes and transition
graphs suggested in the SWITCH-technology using the
UML notation for the class diagrams and state dia-
grams, respectively, and include them into the project
documentation [36];

• formally and clearly describe behavior of pro-
grams and change them, in the majority of cases, by
modifying only the transition graphs;

• simplify project maintenance owing to increased
centralization of program logic.

The proposed approach has been shown to possess
the following advantages compared to its analogues:

• It is allowed to use a system of interrelated autom-
ata in the model, which makes it possible to decompose
the behavior of a complex system into subproblems. It
should be noted that each state also implements decom-
position of a subproblem separating only those input
and output actions that are related to this subproblem.

• The programs created on the basis of the suggested
method are suitable for verification by construction.
This is explained by the fact that, in the verification of
behavior with the use of the Model Checking method
[37], for programs written in a traditional way, it is
required to construct models (for example, as a system
of transitions), whereas, in the automata-based pro-
gramming, models in the form of transition graphs are
given upon program specification.

• The structure of the automaton programs, in which
functions of the input and output actions are almost
completely separated from the program logic, makes
the verification of these functions on the basis of formal
proofs with the use of pre- and postconditions [38, 39]
practical.

• Along with the nested states, nested automata are
also used; the number of which, as well as the nesting
level, is not restricted.

• The automata can also interact through calls by
receiving appropriate events on transitions or upon
entering a state.

• In addition to the compilation approach, model
interpretation is possible. In this case, the “source
code” is diagrams themselves.

• The use of the Eclipse platform and the Java and
XML languages makes the models and the program
easily portable from one operating system to another
(for example, from Windows to Linux).

• The interactive model validation makes it possible
to localize many syntax, semantic, and logical errors as
early as at the modeling stage.

• The program framework is specified by the tool, so
that the user does not need to develop it for each appli-
cation anew.

• The proposed method makes it possible to create
the program on the whole.

• The project is open-source.
• Our experience shows that the use of the compila-

tion approach in the case of complicated logic results in
that more than half of the application code is con-
structed automatically.

The proposed operational semantics is deterministic
owing to checking of the existence of conflicting tran-
sitions, which is not performed, for example, in Ratio-
nal Rose and Borland Together [40]. This disadvantage
presents also in the VisualSTATE tool [20]; however,
here, it is eliminated by means of the SCOPE tool [19].

The source texts, documentation, and examples of
using the UniMod package can be found at the website
http://unimod.sourceforge.net.

In conclusion, we note that this study relies on the
work [28] and the approach described in [41, 42].

Note also that, as stated in [43], the UML language
obeys the “20–80 law.” Our study substantiates this
assertion: out of the entire variety of UML diagrams,
diagrams of only two types were used for constructing
the programs. This is in accordance with Okkama’s
razor principle, which says that entities should not be
multiplied without need. The tool developed is used for
teaching at the department of computer technologies of
St. Petersburg State University of Information Technol-
ogies, Mechanics, and Optics. Student projects contain-
ing project documentation are published at the site
http://is.ifmo.ru in the UniMod-projects section (e.g., [44]).

Results of this study were presented at a number of
scientific conferences, such as Methods and Tools for
Information Processing, MSU, 2005 (http://lvk.cs.
msu.su/mco/part9.html), Open Source Forum 2005
(http://www.opensource-forum.ru/rbio_view.php?num
=41), IEEE International Conference “110 Anniversary of
Radio Invention” (http://is.ifmo.ru/articles_en/_unimod.pdf),
and Software Engineering in Russia 2005 (http://
secr.ru/rus/program/schedule.html). At the last confer-
ence, Jacobson in his talk noted the originality of the
described approach [45], which stimulated the authors
to write the paper [46].

The UniMod tool started its advance over the world.
For example, a book on UML 2.0 (http://helion.pl/
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ksiazki/juml2.htm) where the UniMod tool is men-
tioned among the tools for the Eclipse platform was
published in Poland and its source texts are provided on
an attached CD. It has been noted at the polytechnic
institute of Turin (http://is.ifmo.ru/unimod_en/_torino.
pdf) and the Borland corporation (http://www.pcweek.
ru/?ID=504874) as a promising project. There is infor-
mation that it is used in other organizations (http://is.
ifmo.ru/unimod_en/_unimoduser.pdf).

The approach discussed in this work is close to that
described in [47], which is used for designing software
for important long-term systems.
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